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**Dynamic Programming From novice to advanced   
     【原文见： http://www.topcoder.com/tc?module=Static&d1=tutorials&d2=dynProg】  
                                         作者：      By Dumitru  
                                                     Topcoder Member  
                                         翻译：**      农夫三拳**@seu(drizzlecrj@gmail.com)**

    Dynamic programming (简称DP)可以用来解决一类很重要的问题。解决这类问题将会极大的提高你的能力。我将试着帮助您了解如何使用DP来解决问题。这篇文章以例子作为基础，因为空谈理论不太容易理解。

    注意:  如果您不太想阅读某节或者已经知道了所要讨论的话题-略过它去读下面的部分。

Introduction (Beginner)

**什么是动态规划,它怎样描述?**

    动态规划作为一种算法技巧，通常基于一个递推方程和一个(或者多个)初始状态。一个问题的子问题可以从前面已经知道结果的问题中得到。使用DP通常可以得到多项式的时间复杂度，因此比起回溯，暴力等方法，它显得更加快些。  
    现在我们借助一个例子来了解下DP的基础知识:  
给定N个硬币,它们的面值是(**V1,V2,...,VN**)，并且提供一个总和为S。现在需要找出一个方案，使得用最少的硬币构成S(我们可以无限次使用某种面值的硬币),或者说明根本不可能有一种方案可以组成**S**。  
      现在让我们开始构造一个DP的解决方案: 首先我们需要找到一个已经使用最优方案的状态，借助它，我们可以得到下一个最优方案的状态。

**"状态"是什么意思?**

    它是一个用来描述某个问题的子问题,某种情况的一个方式。例如，一个状态可以是某个硬币总和**i**(**i** <= **S**)。比状态i更小的状态可以是任意的硬币总和**j**(**j** < **i**)。为了找到一个状态**i**,我们需要找到所有的小的状态j(**j**< **i**)。找到组成硬币总和i的最少硬币总数之后，我们可以很容易的计算下一个状态--**i+1**的最优方案。  
  
**怎样找出这些状态?**

      非常简单-对于每一个硬币**j**,**Vj<=i**，查询一下构成**i-Vj**硬币总和所需要的最少硬币数目(我们之前已经计算过了)。不妨假设这个数字是**m**,如果**m+1**小于所求得硬币总和为**i**的最少硬币数量,我们更新它的状态。为了更好的理解这个问题,我们举例如下: 给定面值为1，3和5的硬币,给定的硬币总和S为11。  
   
     首先我们标记状态0(硬币总和0)所需要的最少硬币数目为0.下面我们计算硬币总和1。首先，我们需要标记出这个状态未找到最优解（赋值为无穷大就可以了）。然后我们看到只有面值为1的硬币小于等于当前的总和。通过分析，我们可以看到**1-V1=0**,并且硬币为0的方案已经计算好了。因为我们在这个方案基础上加上了1，因此我们得到了总和为1的一个方案，所需硬币个数为1。对于这个硬币总和，这是唯一能够找到的方案。我们记下状态。然后我们处理下一个状态-总和为2.我们发现少于这个总和的只有第一个硬币1。对于硬币总和(2-1)=1的最优解是硬币1.硬币1加上第一个硬币将得到硬币总和为2，并且可以用2枚硬币得到硬币总和2。这对于硬币总和2来说是最优的也是仅有的方案。下面我们继续处理硬币总和3。由于我们已经分析了两种硬币总和，并且第一个硬币和第二个硬币的面值为1和3。我们先看第一个，不难发现，可以通过2(3-1)构建出总和为3的一种方案。对于硬币总和为2来说我们找到的最优解法需要2枚硬币，因此硬币总和3的新的方案需要3枚硬。现在让我们来看第二个硬币。我们可以从0的基础上假上3得到硬币总和3.我们知道硬币总和为0的情况需要0枚硬币。因此硬币总和3仅需要一枚硬币即可-3。我们看到这个方案要比前面一个方案所需要的硬币数量上，因此我们更新它，并且标记它仅需要一枚硬币就能得到。对于硬币总和4，我们进行同样的处理，得到的结果是2个-1+3。如此下去。  
 **伪代码:**

![http://www.cnblogs.com/Images/OutliningIndicators/None.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///////wAAACH5BAEAAAIALAAAAAALABAAQAIMlI+py+0Po5y02lQAADs=)Set Min[i] equal to Infinity for all of i

![http://www.cnblogs.com/Images/OutliningIndicators/None.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///////wAAACH5BAEAAAIALAAAAAALABAAQAIMlI+py+0Po5y02lQAADs=)Min[0]=0

![http://www.cnblogs.com/Images/OutliningIndicators/None.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///////wAAACH5BAEAAAIALAAAAAALABAAQAIMlI+py+0Po5y02lQAADs=)

![http://www.cnblogs.com/Images/OutliningIndicators/None.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///////wAAACH5BAEAAAIALAAAAAALABAAQAIMlI+py+0Po5y02lQAADs=)For i = 1 to S

![http://www.cnblogs.com/Images/OutliningIndicators/None.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///////wAAACH5BAEAAAIALAAAAAALABAAQAIMlI+py+0Po5y02lQAADs=)For j = 0 to N - 1

![http://www.cnblogs.com/Images/OutliningIndicators/None.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///////wAAACH5BAEAAAIALAAAAAALABAAQAIMlI+py+0Po5y02lQAADs=)   If (Vj<=i AND Min[i-Vj]+1<Min[i])

![http://www.cnblogs.com/Images/OutliningIndicators/None.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///////wAAACH5BAEAAAIALAAAAAALABAAQAIMlI+py+0Po5y02lQAADs=)Then Min[i]=Min[i-Vj]+1

![http://www.cnblogs.com/Images/OutliningIndicators/None.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///////wAAACH5BAEAAAIALAAAAAALABAAQAIMlI+py+0Po5y02lQAADs=)

![http://www.cnblogs.com/Images/OutliningIndicators/None.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///////wAAACH5BAEAAAIALAAAAAALABAAQAIMlI+py+0Po5y02lQAADs=)Output Min[S]

![http://www.cnblogs.com/Images/OutliningIndicators/None.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///////wAAACH5BAEAAAIALAAAAAALABAAQAIMlI+py+0Po5y02lQAADs=)

**下面是一些硬币总和的方案数:**

|  |  |  |
| --- | --- | --- |
| Sum | Min. nr. of coins | Coin value added to a smaller sum to obtain this sum (it is displayed in brackets) |
| 0 | 0 | - |
| 1 | 1 | 1 (0) |
| 2 | 2 | 1 (1) |
| 3 | 1 | 3 (0) |
| 4 | 2 | 1 (3) |
| 5 | 1 | 5 (0) |
| 6 | 2 | 3 (3) |
| 7 | 3 | 1 (6) |
| 8 | 2 | 3 (5) |
| 9 | 3 | 1 (8) |
| 10 | 2 | 5 (5) |
| 11 | 3 | 1 (10) |

    结果我们就得到了一个组成硬币总和11需要3枚硬币的方案。此外，如果如果我们记录下从前一个状态得到当前状态所需要的硬币，我们可以找出组成该硬币总和所需要的所有硬币。例如:要组成硬币总和11，我们可以通过面值为1的硬币加上面值为10的硬币。为了得到10，我们需要得到5，而5需要从0，因此我们找到了所使用到的硬币:1,5和5。

   了解了**DP**的一些基本的套路，现在让我们从一个不同的角度来看待这个问题。无论何时对于一个硬币总和我们发现了一个更优的解，我们都需要去更新它。在这种情况下状态并不是连续计算的。继续考虑上面的那个例子。已知了硬币总和为0需要0枚硬币。现在我们试图在所有已经知道的结果中加上第一个，硬币（面值为1）。如果硬币总和t比起它的前一个状态需要的硬币数量更少，我们将更新它。对于第二个硬币，第三个硬币，和剩下的都是这样处理。例如，我们首先在硬币总和0上加上1得到硬币总和1.因为我们还未找到一个方法组成1-因此这是目前找到的最佳方案，我们标记**S[1]=1**。通过在硬币总和1上加上1，我们得到了硬币总和2，我们标记**S[2]=2**。然后对于第一个硬币依次下去。当第一个硬币处理完之后，取出第二个硬币（面值为3），并在所有已经找出的硬币总和上加上3。在0上加3我们得到了硬币总和3需要一枚硬币，到目前为止，S[3]是等于3的，而现在新的方案要比这个先前的方案要更加的好，我们更新它并将它标记为**S[3]=1**。在硬币总和1上加上相同的硬币，我们得到了可以用2枚硬币得到硬币总和4。之前我们发现的硬币总和4需要4枚硬币组成；现在找到了一个更好的方案，我们更新**S[4]**为2。对于下面的硬币总和，我们照着上面这样一次下面-一旦一个更优的方案找到，结果将会被更新。

Elementary

之前我们已经讨论过了非常简单的例子。现在让我们看看在一些复杂问题中如何找出一种从一个状态转移到另外一个状态的方法。在此之前，我们将会介绍一个新的词汇--转移关系，它使得一个较低的一个状态能和较高的状态联系在一起。  
      
    让我们看看它是如何工作的：

给定N个数字序列-**A[1],A[2],...,A[N]**。找出最长不下降子序列。

    正如上面所说，我们需要找出怎样定义代表子问题的一个"状态"，并找出一个解决方案。注意在大多数情况下，状态只依赖与较低的状态而独立与较高的状态。我们定义状态i为最后数字为A[i]的最长不下降子序列。这个状态只保存这个序列的长度。注意对i<j而言，状态i和j是独立的，也就是说在计算j状态的时候，是不会影响状态i的。现在让我们看看这些状态怎样互相联系的。在找出所有小于i的状态解决方案之后，我们会找状态i，首先我们初始化它的结果为1，也就是仅仅包含自身。现在对每个j<i，我们看从它是否能够到达状态i。只有当A[j]<=A[i]以后才可以,才能保证整个序列不下降。 因此如果**S[j]**(为状态j找出的方案)+1(A[i]被增加到以A[j]作为结尾的序列中)要比状态i已经找到的方案要更加好的话(也就是**S[j] + 1>S[i]**)，我们使得**S[i]=S[j]+1**。这样我们可以不断的找出每一个状态i的最优方案，知道最后一个状态N。

    现在我们看看对于一个随机生成的序列: 5,3,4,8,6,7 整个过程如何进行: 

|  |  |  |
| --- | --- | --- |
| I | The length of the longest non-decreasing sequence of first i numbers | The last sequence i from which we "arrived" to this one |
| 1 | 1 | 1 (first number itself) |
| 2 | 1 | 2 (second number itself) |
| 3 | 2 | 2 |
| 4 | 3 | 3 |
| 5 | 3 | 3 |
| 6 | 4 | 4 |

**练习题:**给定一个有N(1<N<=1000)个顶点和正权重的无向图。找出从顶点1到顶点N的最短路径，或者说明这样的路径不存在。

    提示:在每一步中，在所有没有被检查的顶点中，如果找出从1到该点的一个最短路径，找出具有最短路径的一条。

试着解决TopCoder比赛中的下面一些问题:

* [ZigZag](http://www.topcoder.com/tc?module=ProblemDetail&rd=4493&pm=1259) - 2003 TCCC Semifinals 3
* [BadNeighbors](http://www.topcoder.com/tc?module=ProblemDetail&rd=5009&pm=2402) - 2004 TCCC Round 4
* [FlowerGarden](http://www.topcoder.com/tc?module=ProblemDetail&rd=5006&pm=1918) - 2004 TCCC Round 1

Intermediate

现在让我们看看如何解决2维DP问题。  
问题:  
   一个拥有N\*M个单元的格子，每一个里面都有着一定数量的苹果，数量已经给定。现在你位于左上角。每一步你可以向下走或者向右走。问你能够收集到最多多少个苹果。

    这个问题可以向其他DP问题一样来解决；几乎没有差别。首先我们需要找出一个状态。首先我们需要注意到到某个单元里最多有两种方法-要么从它的左边过来(如果当前格子不是在第一列的话)，要么从上方过来(如果它不是在最上面的行的话)。为了找到该单元的最优方案，我们首先需要找到到达它的单元的最优方案。从上面的叙述中，我们可以很容易的得到转移关系:  
**S[i][j]=A[i][j]+max(S[i-1][j],if i>0; S[i][j-1],if j>0)** (这里的i代表行，j代表列。左上角的坐标为{0,0}；**A[i][j]**为i,j单元格中的苹果数量)。

**S[i][j]**需要在每行中从左到右计算，并且从上到下计算每一行，或者从上到下计算每一列然后从左到右处理每一列。  
  
伪代码:
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下面是TopCoder比赛中的一些题目，作为练习之用：

* [AvoidRoads](http://www.topcoder.com/tc?module=ProblemDetail&rd=4709&pm=1889) - 2003 TCO Semifinals 4
* [ChessMetric](http://www.topcoder.com/tc?module=ProblemDetail&rd=4482&pm=1592) - 2003 TCCC Round 4

Upper-Intermediate

这节将讨论如何处理带有约束条件的DP问题。

下面是一个例子：  
       给定一个拥有N个顶点和正权重的无向图G。你在出发前拥有M钱，为了通过顶点i，你需要付S[i]钱。如果你没有足够的钱-你不能通过顶点i。现在要求在上面的条件下找出从顶点1到顶点N的最短路径；或者说明这样的路径不存在。如果存在多条相同长度的路径，输出最便宜的一条。条件: 1<N<=100;0<=M<=100；对每个顶点i，0<=S[i]<=100。正如我们所看到的，这和经典的**Dijkstra**问题(找出两个顶点间的最短距离)不同的是，这里有一个额外的提交。在经典Dijkstra问题中我们用到了一个一维数组Min[i]，用来标记已经找到的从起点到i的最短距离。尽管如此，在这个问题中，我们应该也要保存我们拥有钱的信息。因此将数组扩展到M[i][j]来代表从起点到顶点i的最短距离剩下j钱，也是合情合理的。这样问题就被规约到普通的寻找路径的算法了。在每一步中我们找到没有标记的状态(i,j)，然后我们将其标记为已访问过(后面将不再使用)，对每个邻居结点，我们查看是否到它的最短距离可以更新。这个方案将会由记录最小值的**Min[N-1][j]**来表示(状态中具有相同值的最大的j，也就是最短路径的距离一样)。
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![http://www.cnblogs.com/Images/OutliningIndicators/None.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///////wAAACH5BAEAAAIALAAAAAALABAAQAIMlI+py+0Po5y02lQAADs=)

![http://www.cnblogs.com/Images/OutliningIndicators/None.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///////wAAACH5BAEAAAIALAAAAAALABAAQAIMlI+py+0Po5y02lQAADs=)For All Neighbors p of Vertex k.

![http://www.cnblogs.com/Images/OutliningIndicators/None.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///////wAAACH5BAEAAAIALAAAAAALABAAQAIMlI+py+0Po5y02lQAADs=)   If (l-S[p]>=0 AND

![http://www.cnblogs.com/Images/OutliningIndicators/None.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///////wAAACH5BAEAAAIALAAAAAALABAAQAIMlI+py+0Po5y02lQAADs=)    Min[p][l-S[p]]>Min[k][l]+Dist[k][p])

![http://www.cnblogs.com/Images/OutliningIndicators/None.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///////wAAACH5BAEAAAIALAAAAAALABAAQAIMlI+py+0Po5y02lQAADs=)      Then Min[p][l-S[p]]=Min[k][l]+Dist[k][p]

![http://www.cnblogs.com/Images/OutliningIndicators/None.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///////wAAACH5BAEAAAIALAAAAAALABAAQAIMlI+py+0Po5y02lQAADs=)   i.e.

![http://www.cnblogs.com/Images/OutliningIndicators/None.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///////wAAACH5BAEAAAIALAAAAAALABAAQAIMlI+py+0Po5y02lQAADs=)If for state(i,j) there are enough money left for

![http://www.cnblogs.com/Images/OutliningIndicators/None.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///////wAAACH5BAEAAAIALAAAAAALABAAQAIMlI+py+0Po5y02lQAADs=)going to vertex p (l-S[p] represents the money that

![http://www.cnblogs.com/Images/OutliningIndicators/None.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///////wAAACH5BAEAAAIALAAAAAALABAAQAIMlI+py+0Po5y02lQAADs=)will remain after passing to vertex p), and the

![http://www.cnblogs.com/Images/OutliningIndicators/None.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///////wAAACH5BAEAAAIALAAAAAALABAAQAIMlI+py+0Po5y02lQAADs=)shortest path found for state(p,l-S[p]) is bigger

![http://www.cnblogs.com/Images/OutliningIndicators/None.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///////wAAACH5BAEAAAIALAAAAAALABAAQAIMlI+py+0Po5y02lQAADs=)than [the shortest path found for

![http://www.cnblogs.com/Images/OutliningIndicators/None.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///////wAAACH5BAEAAAIALAAAAAALABAAQAIMlI+py+0Po5y02lQAADs=)state(k,l)] + [distance from vertex k to vertex p)],

![http://www.cnblogs.com/Images/OutliningIndicators/None.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///////wAAACH5BAEAAAIALAAAAAALABAAQAIMlI+py+0Po5y02lQAADs=)then set the shortest path for state(i,j) to be equal

![http://www.cnblogs.com/Images/OutliningIndicators/None.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///////wAAACH5BAEAAAIALAAAAAALABAAQAIMlI+py+0Po5y02lQAADs=)to this sum.

![http://www.cnblogs.com/Images/OutliningIndicators/None.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///////wAAACH5BAEAAAIALAAAAAALABAAQAIMlI+py+0Po5y02lQAADs=)End For

![http://www.cnblogs.com/Images/OutliningIndicators/None.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///////wAAACH5BAEAAAIALAAAAAALABAAQAIMlI+py+0Po5y02lQAADs=)

![http://www.cnblogs.com/Images/OutliningIndicators/None.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///////wAAACH5BAEAAAIALAAAAAALABAAQAIMlI+py+0Po5y02lQAADs=)End While

![http://www.cnblogs.com/Images/OutliningIndicators/None.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///////wAAACH5BAEAAAIALAAAAAALABAAQAIMlI+py+0Po5y02lQAADs=)

![http://www.cnblogs.com/Images/OutliningIndicators/None.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///////wAAACH5BAEAAAIALAAAAAALABAAQAIMlI+py+0Po5y02lQAADs=)Find the smallest number among Min[N-1][j] (for all j, 0<=j<=M);

![http://www.cnblogs.com/Images/OutliningIndicators/None.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///////wAAACH5BAEAAAIALAAAAAALABAAQAIMlI+py+0Po5y02lQAADs=)if there are more than one such states, then take the one with greater

![http://www.cnblogs.com/Images/OutliningIndicators/None.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///////wAAACH5BAEAAAIALAAAAAALABAAQAIMlI+py+0Po5y02lQAADs=)j. If there are no states(N-1,j) with value less than Infinity - then

![http://www.cnblogs.com/Images/OutliningIndicators/None.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///////wAAACH5BAEAAAIALAAAAAALABAAQAIMlI+py+0Po5y02lQAADs=)such a path doesn't exist.

![http://www.cnblogs.com/Images/OutliningIndicators/None.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///////wAAACH5BAEAAAIALAAAAAALABAAQAIMlI+py+0Po5y02lQAADs=)

下面是一些用来练习的TC中的题目：

* [Jewelry](http://www.topcoder.com/tc?module=ProblemDetail&rd=4705&pm=1166) - 2003 TCO Online Round 4
* [StripePainter](http://www.topcoder.com/tc?module=ProblemDetail&rd=4555&pm=1215) - SRM 150 Div 1
* [QuickSums](http://www.topcoder.com/tc?module=ProblemDetail&rd=5072&pm=2829) - SRM 197 Div 2
* [ShortPalindromes](http://www.topcoder.com/tc?module=ProblemDetail&rd=4630&pm=1861) - SRM 165 Div 2

Advanced

下面的问题需要非常好的观察才能够将他们规约到动态规划的问题。  
  
**Problem [StarAdventure](http://www.topcoder.com/tc?module=ProblemDetail&rd=5854&pm=2940) - SRM 208 Div 1:**

给定一个拥有M行，N列的矩阵(N\*M)。在每一个格子中有一些苹果，你从矩阵的左上角出发，可以向下或者向右走。你需要到达右下角。然后你需要通过每一步向上走或者向左走回到左上角。回到左上角之后，你需要回头再到右下角。找出你能够收集的最大苹果数。当你经过一个格子的时候-你会收集到其中所有的苹果。条件: 1 < N,M <= 50;每个格子里面的苹果数在0到1000之间(包括0和1000)。

 首先我们会注意到这个问题和经典的问题（在这篇文章的第三节提到的）有点相似，在那个问题中我们只需要从左上走到右下，然后收集尽量多的苹果。如果能将这里的问题规约到那个问题就太好了。  
再仔细的读题-我们应该怎样修改才能够使得它能够使用DP来解决呢? 首先我们观察到我们可以将第二条路径(从右下角走到左上角)看作从左上走到右下的一条路径。这个没有什么区别，因为一条从底到上的路线，可以看作相反方向从上到底的路线。通过这种方法，我们得到了三条从上到下的路径。这无疑减少了问题的难度。当两条路径相交时(如下图),我们将称呼这三条路径叫做 左，中，右。

![http://www.topcoder.com/i/education/dynProg_1.gif](data:image/gif;base64,R0lGODlhgACZAJEAAAAA//8AAP///wAAACH5BAAAAAAALAAAAACAAJkAAAL/lI+py+0Po5y02ouz3rz7D4biSJbmiabqyrbuC8fyTNf2jbtBCeRrABwBhr4UcCca9oqno5DINDmT0ChpGlJaS1iQdjvqfr7gkNhDLn/OnbS6w+a435v4Zk7P2DX4/GWf0edXAYghODhReHGIGKFowdj48FgRKdlASWF5uZA5scmZ4CkBGnowGlFqKoAKoWra+vAaGuswy1nbcHuZy7Ar2bvw2xisMIxYnHA8mIyw7Nd88JwXbTBNVy1w/Za9rdZdteoYRLUkPo6UFX7uAG7O3k6u/g7P4F4/Ke+1ji+qP8av36l/aAIKZEWwjUGB9w4qaOgQAcSIBiZStBgRo0ON/wc5MkwoZ2E/jyNB3hGJj2RKk3xQ1lP5kmUgl/Bg1pRpiCY7mztxLtJ5jmdQn5CAihN6lGglo6uQNj0CNarUqVSVUL0qFRnWrVytct2q9atYqF7HTqVIiqlEpRF3ZZPklq3DuOnQ2lI7sK5dX3gryj1Id6+svgj1ClZG+G2jwIf50qOgGBHjxsYS/xU4mbIzy4Y1Z9ZsjTNoxI8TXe73GXRqz6JHS1MCO7bs2bRry4ZnO7fu3bBx8/4N3Buu08J5ESe8snMq5DGVu2J+0/ng0ppbFQd2nDpl69B7Sr+rvTH38IfHu177XVf3oekdn8+bk7xg8+8Lx69v/6f8vfTf9z4//59rAY42IGgFVpcdfgdul2B9C4rXoH8RAjihgBUSeKGBGSLYnjDrBcUHfiKOSGKJJp6IYooqrshiiyoUAAA7)

我们可以将他们考虑成下面的图片，而不影响结果:

![http://www.topcoder.com/i/education/dynProg_2.gif](data:image/gif;base64,R0lGODlhgACZAKIAAIIAff8zM/8uLgkJ//YsNQAA//8AAP///yH5BAAAAAAALAAAAACAAJkAAAP/eLrc/jDKSau9OOvNu/9gKI5kaZ5oqq5s675wLM90bd94ru+8bKSF3stAPBWOwhbxZzoGk6ulEQlVSZvUKupacmpTXJL3ewqPxuSSWYROj9ahtjsEB8nnn/rnju/oPXx9G38dgYIZhByGhxeJG4uMFY4akJETkxmVlhGYGJqbD50Xn6ANohakpQunFamqB6wUrqqxE7OltRK3oLkRu5u9EL+WwQ/DkcUOx4zJDcuHzQzPgtEL033VCtd42Qfbc93fbuFZr5JFWE/m50xd5esS5Orw8eju8/QQ8vmX9mLv/Ez5OwMw4KqBbAoahIUwjkKD+xY6iCiRAcWKCi5i1FiR/6NEjwtBQmxo52FAkSdJ7jHJD2VLlYBY5nM5E2YhmfRo5rSpCCc8nT95PvK5DmhRoZSImjO6FGkmpa+YRl1CtarVq1cFAHDCtavXr8ywih1bVYCBrV/Tqg1Ltu1VAkTQqp0rDphTZVBD3nWWd2S7pPgwctorrW/Kv08DCw5F2Jrhl4g9Pa4ZedTknZVRXQ6audXmo51lfW4a2tboqaV1nabVWNtqXK29veYVuy6x2rPtpvaV+/ZuYb2R4Va8WOBvY8HZusWKdgDduZiXM3/+PLp0q3Kpgy0+IYD3nsS5HzzON7x4huQLmxcfy7Zv8OcHp3e8nnv75Gzhx2c833X94mb3/bdYgPvxp1+BFrXmnnD9ySagYAQimGCDC+Y31IMbKYgfNBpi2FGHEk54YIgRhojeiBKWSCKIJp54YYsuAgajiimyaCKNCOJYoI778Rifjz8CAuOQRBZp5JFIJqnkkkw26aQLCQAAOw==)

这样我们得到了三条路径，我们将他们考虑为左，中和右。此外，我们还会看到一个最优的方案是不会有相交的地方的(出了左上角和右下角)。因此对于每一行y(除了第一行和最后一行),他们三条线的x坐标分别为**x1[y],x2[y]**和**x3[y]**: **x1[y]<x2[y]<x3[y]**。 在这步做完之后，DP的方案就变得非常明显了。考虑第y行。假定我们已经找到了能够获得最大苹果的路径, **x1[y-1],x2[y-1]**和**x3[y-1]**。从他们基础之上，我们找到对于第y行的最优策略。现在我们已经找到了由一行转移到另一行的唯一的方法。设**Max[i][j][k]**代表在y-1行，并且三条路径的终点在i,j和k能得到的最大苹果数。 对于下一行y行，对于每一个**M[i][j][k]**加上在单元格(y,i),(y,j)和(y,k)中的苹果数。接着我们继续向下走。在我们移动之后，我们需要考虑到路径可能向右移动了。为了避免出现路径相交的情况。我们首先应该考虑左边路径的右边，然后考虑中间的路径，然后右边的路径。为了更好的理解向右移动，取出每一个可能的对，k(j<k)，对于每一个i(i<j)考虑从位置(i-1,j,k)移动到位置(i,j,k)。左边的路径完成之后，处理中间的，做法类似，最后处理最右边的。

TC中的练习题

* [MiniPaint](http://www.topcoder.com/tc?module=ProblemDetail&rd=4710&pm=1996) - SRM 178 Div 1

**附加的注意点:**  
    当我们阅读完问题之后并着手解决它时，首先看看它的约束条件。如果一个多项式级的算法，那么一个DP的方案是可行的。在这种情况下，试着去找出如果存在一个状态(子问题)，能否推出下一个状态(子问题)。如果发现了之后，应当考虑如何从一个状态转移到另外一个状态。如果它看起来是DP问题，但是你找不出状态，那么试图将其转换为另外一个问题(就像上面第5节的问题一样)。

文中提到的问题:

TCCC '03 Semifinals 3 Div I Easy - [ZigZag](http://www.topcoder.com/tc?module=ProblemDetail&rd=4493&pm=1259)  
TCCC '04 Round 4 Div I Easy - [BadNeighbors](http://www.topcoder.com/tc?module=ProblemDetail&rd=5009&pm=2402)  
TCCC '04 Round 1 Div I Med - [FlowerGarden](http://www.topcoder.com/tc?module=ProblemDetail&rd=5006&pm=1918)  
TCO '03 Semifinals 4 Div I Easy - [AvoidRoads](http://www.topcoder.com/tc?module=ProblemDetail&rd=4709&pm=1889)  
TCCC '03 Round 4 Div I Easy - [ChessMetric](http://www.topcoder.com/tc?module=ProblemDetail&rd=4482&pm=1592)  
TCO '03 Round 4 Div I Med - [Jewelry](http://www.topcoder.com/tc?module=ProblemDetail&rd=4705&pm=1166)  
SRM 150 Div I Med - [StripePainter](http://www.topcoder.com/tc?module=ProblemDetail&rd=4555&pm=1215)  
SRM 197 Div II Hard - [QuickSums](http://www.topcoder.com/tc?module=ProblemDetail&rd=5072&pm=2829)  
SRM 165 Div II Hard - [ShortPalindromes](http://www.topcoder.com/tc?module=ProblemDetail&rd=4630&pm=1861)  
SRM 208 Div I Hard - [StarAdventure](http://www.topcoder.com/tc?module=ProblemDetail&rd=5854&pm=2940)  
SRM 178 Div I Hard - [MiniPaint](http://www.topcoder.com/tc?module=ProblemDetail&rd=4710&pm=1996)